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Abstract – Multipliers circuits always present issues on the hardware complexity and implementation. The Hardware being used presents the challenges in the speed and further complexities. The area of implementation and speed in these circuit presents the trade-offs in the final design. If speed of the circuit is to be increased, the area will be more and similarly vice versa. Thus, the ideal design for the multipliers should be faster and with lesser area consumption. Also, the power dissipation is the area of concern for these designs. Thus, reversible logic gates are to be used for the design and implementation of the circuit. In this proposed work, we have presented the design and implementation of the reversible booth multiplier. Also, the floor planning technique has been done for optimized area of implementation. The Booth multiplier design has been presented. The simulation results and the RTL structures have been presented. Thus, the optimality of the genetic algorithm has been shown.
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I. INTRODUCTION

The reversible logic circuits are very important in design and development for the VLSI due to low power consumption as compared to the conventional reversible designs. The reversible circuits do not erase the loss of the information bits. Thus, there is no loss of the information after all. An n-input n-output function (gate) is called reversible if and only if it maps each input instance to a unique output instance. The only possible structure for a reversible network is the cascade of reversible gates [1][2]. Several reversible gates have been proposed in recent times, where the synthesis of reversible circuits varies from the design of conventional irreversible circuits. Two restrictions are added for reversible networks, namely fan-outs and back-feeds [1].

Booth’s Algorithm is an intelligent algorithm for multiplication both signed numbers and unsigned numbers. It presents the feature to both add and subtract there are multiple ways to compute a product [5]. Booth’s algorithm is a multiplication algorithm that utilizes two’s complement notation of signed binary numbers for multiplication [9].

Earlier multiplication was in general implemented via sequence of addition then subtraction, and multiple shifting operations. Multiplication can be well thought-out as a series of repeated additions. The number which is to be added is known as the multiplicand, and the number of times it is added is known as the multiplier, and the result we get is the multiplication result. After each step of addition a partial product is generated.

When the operands are integers, the product in general is twice the length of operands in order to protect the information content. This repetitive addition method that is recommended by the arithmetic definition is slow as it is always replaced by an algorithm that makes use of positional depiction.

Floor planning can be seen as one of the most important stages in the designing or fabrication of VLSI circuits is. It is computationally quite difficult. The process of determining the circuit modules and their position with the objective of area optimization is referred to as floor planning. Genetic algorithm is a stochastic optimization technique inspired by the theory of evolution. According to the theory of evolution, living organisms change their characteristics in response to change in environmental conditions. The characteristics of individuals are based on the makeup of cell structure called chromosome [4].

In this proposed work, we have presented the design and implementation of the reversible booth multiplier. Also, the floor planning technique has been done for optimized area of implementation. The 32-bit reversible Booth multiplier design has been presented.

II. REVERSIBLE LOGIC GATES

Now days, energy dissipation is the major issue in many applications. In every logical operation heat is dissipated from the circuit. This means loss of information happening in the circuit. In all high speed designs heat dissipation occurs. Recently several researchers have focused to reduce the loss of information from the circuit by using reversible logic gates design. It is one of the best designs to control the loss of information and it takes less power. The purpose of designing a reversible logic is to decrease the cost, reduce the loss of information and power and reduce the garbage output. Reversible logic function is used to determine the input from the output. Power dissipation is also very less, because of using reversible logic gates. It controls the overall power dissipation. Reversible logic is used in quantum computation, nanotechnology and other low power digital circuits [3]. The essential gates used for reversible logic synthesis are New Gate, Feynman Gate and Toffoli gate. One bit of information loss dissipates energy.

The main function of reversible logic is the number of inputs is equal to number of outputs. A device is said to be deterministic if its inputs and outputs be individually retrievable from each other. In other words such a device can also be called logically reversible.
If the whole device has the capacity to run backward it can be called physical reversible. These are the two basic conditions for reversible logic. Sometimes we get garbage outputs for attaining number of inputs equal to number of outputs. So garbage outputs are additional to make inputs and outputs equal whenever necessary.

\[ \text{Input} + \text{constant input} = \text{output} + \text{garbage} \]

Feynman gate, Newmann gate and Toffoli gate from these three gates, we can design a new full adder circuit. These different reversible full adder designs are used in many arithmetic calculations like multiplication

III. BOOTH ALGORITHM

Signed multiplication is a vigilant process. Through unsigned multiplication there is no need to take the sign of the number into consideration. Even though in signed multiplication the same procedure cannot be applied for the reason that the signed number is in a 2’s compliment form which would give in an inaccurate result if multiplied in an analogous manner to unsigned multiplication [10].

Thus here Booth’s algorithm comes in. Booth’s algorithm conserves the sign of the end result. While doing multiplication, strings of 0s in the multiplier call for only shifting. While doing multiplication, strings of 1s in the multiplier need an operation only at each end. We require to add or subtract merely at positions in the multiplier where there is a switch from 0 to 1 or from 1 to 0.

In the following flow chart we have, b=Multiplier, a=Multiplicand, m= Product [3].

Now here we will require twice as many bits in our product as we already have in our two operands. The leftmost bit of our operands of both the multiplicand and the multiplier is always a sign bit, and can’t be used as part of the value. Then choose which operand will be multiplier and which will be multiplicand. If one operand and both are negative then they are represented in two’s complement form. Start in on with a product that consists of the multiplier in the company of an additional X leading zero bits. Now check the LSB and the previous LSB of product to find out the arithmetic action. Add ‘0’ as the previous LSB if it is the FIRST pass [3]

Probable arithmetic actions are if:

- 00:- no arithmetic operation is performed only shifting is done.
- 01:- add multiplicand to left half part of product and then shifting is done.
- 10:- subtract multiplicand from left half part of product and then shifting is performed
- 11:- no arithmetic operation is performed only shifting is performed

IV. GENETIC ALGORITHM

Genetic algorithm has the ability to simultaneously examine a set of possible solutions, manipulate them to achieve an optimized solution of the problem. The genetic algorithm starts with determining individuals in a given population. The individuals are encoded as binary strings called as chromosomal strings.

The Genetic algorithm operates on these encodings during the optimization process. The Genetic algorithm then selects individuals from the population (selection process can involve probabilistic select function or specific techniques like roulette wheel selection, tournament selection etc.). And evaluates them using a predefined fitness function. [2]. A fitness function is a complex mathematical function needed to evaluate each chromosome encountered by the GA. The fitness measure of the chromosome represents the quality of the solution being examined that ultimately decides the optimality of the solution.

The fitness value of an individual determines whether or not it will survive through the generations. Hence it decides if an individual is fit to be chosen to participate in the operations. The Genetic algorithm then uses these individuals to produce a new generation thereby moving upwards on the evolutionary chart. The algorithm then uses two operators namely crossover and mutation. The crossover performs an exchange of chromosomal information between two individuals to produce an offspring. It combines the good qualities from the parents to produce fitter offspring. Thus the offspring inherit the best qualities from both of its parents. But the crossover operator leads to sameness in the genetic characteristics of individual generation by generation. The offspring resemble the parents to a great effect. Then mutation operator plays an important role in restoring lost genetic information by providing diversity. [1] Another advantage of a hardware implementation of a Genetic algorithm is the elimination of the need for complex time and resource consuming communication protocols needed by an equivalent software implementation to interface with the main application [5].

This is particularly advantageous to real-time applications such as reconfiguration of evolvable hardware. Another notable strength of genetic algorithms is that they perform well in problems for which the fitness landscape is complex - ones where the fitness function is discontinuous, noisy, changes over time, or has many local optima. Genetic algorithm has proven to be effective at escaping local optima and discovering the global optimum in even a very rugged and complex fitness landscape. However, even if a Genetic algorithm does not always deliver a provably perfect solution to a problem, it can almost always deliver at least a very good solution.
V. RESULTS & DISCUSSION

In fig.3, the detailed block structure of 32-bit booth multiplier has been presented. The booth algorithm implementation has been done for RTL synthesis and design. Here, the structure represents the multiplier structure for the final implementation.

In fig.4, the simulation result of 32-bit booth multiplier has been presented. Both the bits have been included for the same. The result has been finally presented here.

The cost is evaluated for each and every population in every iteration in fig.4 and it minimizes as the number of iterations rise. There is provision to reset the whole process if the results are not headed towards the idea outcome and start over again. Also, if the minimum cost is achieved in less than the given number of iterations, the algorithm halts and presents the current population as the final optimized result.
VI. CONCLUSION

Thus, in this work the final design of the 32-bit booth multiplier has been implemented. We have also presented the floor planning technique for optimized area of implementation. The Booth multiplier design has been presented. The simulation results and the RTL structures have been presented. Thus, the optimality of the genetic algorithm has been shown.
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